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Введение

Данная лабораторная посвящена теме “Таблицы”. Целью работы является разработка консольного приложения, выполняющего следующие действия: вставка, удаление и поиск в таблице. Таблица в данной лабораторной работе представляет собой пару элементов ключ–данные. Ключ уникален для каждого элемента.

В отчёте приводится постановка задачи, разработанные алгоритмы и структуры данных, использующиеся в программе.

1. Постановка задачи

Разработать программу, позволяющую хранить данные в трёх различных видах таблиц: упорядоченных, неупорядоченных, хэш-таблицах. Таблицы должны поддерживать три операции по работе с данными: вставка, поиск и удаление.

В качестве данных, хранящихся в таблицах выступают полиномы а в качестве ключа строковое представление полинома.

1. Руководство пользователя

Для начала работы с программой необходимо запустить файл polinom.exe. На экране появится меню в котором необходимо выбрать нужный пункт: вставку, удаление, поиск или просмотр содержимого таблиц.

![](data:image/png;base64,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)

1. начало работы с программой

При выборе пункта 1,2,3 программа предложит ввести полином, далее для выхода из программы необходимо нажать .esc, для продолжения любую клавишу.

![](data:image/png;base64,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)

1. работа с вводом, удалением, поиском

При выборе пункта 4 программа выведет содержимое таблиц, далее для выхода из программы необходимо нажать .esc, для продолжения любую клавишу.

1. Руководство программиста
2. Структура программы

Программа состоит из четырех проектов.

*gtest1*

Необходим для работы с Google Test.

*polinom\_lib*

Содержит:

1. node.h содержит объявление шаблонного класса Node и его реализацию.
2. List.hсодержит объявление шаблонного класса List и его реализацию.
3. monom.h содержит объявление класса Monom и его реализацию.
4. polinom*.*h содержит объявление класса Polinom.
5. table.h содержит объявление и реализацию абстрактного класса Table.
6. unsorted\_table.h содержит объявление и реализацию класса неупорядоченных таблиц.
7. sorted\_table.h содержит объявление и реализацию класса упорядоченных таблиц.
8. hash\_table содержит объявление и реализацию класса хэш – таблиц.
9. polinom.cpp содержит реализацию класса Polinom.
10. monom.cpp содержит реализацию класса Monom.

polinom\_tests

Включает в себя тесты для проверки функций содержащихся в polinom\_lib:

1. test\_main.cpp
2. test\_polinom.cpp
3. test\_list.cpp
4. test\_hash\_t.cpp.
5. test\_sort\_t.cpp
6. test\_unsort\_t.cpp

polinom\_ sample

Содержит main\_table.cpp – реализация меню программы.

1. Структура данных

Шаблонный класс TabRecord

поля:

string Key–ключ

T Data–поле для записи данных

методы:

TabRecord() – конструктор по умолчанию

TabRecord(string K , T D ) – конструктор

TabRecord(const TabRecord& TR) – конструктор копирования

TabRecord<T>& operator=(const TabRecord<T>& TR) – перегрузка оператора равно

Абстрактный класс Table.

поля:

TabRecord<T>\*\* Records – массив указателей на TabRecord

int MaxRecords – максимальное число записей в таблице

int CurrSize – текущее количество записей в таблице

int CurrIndex – текущий индекс

методы:

Table(int i = 10) – конструктор таблицы

Table(const Table<T>& TabCopy) – конструктор копирования

virtual ~Table() – деструктор

virtual void Insert(const T Data, const string Key) = 0 – функция вставки в таблицу

virtual void Delete(const string key) = 0 – функция удаления из таблицы

virtual T\* Search(const string Key) = 0 – функция поиска по таблице

virtual void Reset() – выставляет CurrInex на начало

virtual bool IsEnded() const

bool IsFull() const – проверяет не заполнена ли таблица

bool IsEmpty() const – проверка на пустоту таблицы

virtual void SetNext() – перемещает индекс следующую запись в таблице

virtual T\* GetCurr() const – возвращает данные текущей записи в таблице

Шаблонный класс неупорядоченной таблицы.

поля:

Унаследованы от класса Table

методы:

Унаследованы от класса Table

Шаблонный класс упорядоченной таблицы.

поля:

Унаследованы от класса Table

методы:

Унаследованы от класса Table

Шаблонный класс хэш-таблицы.

поля:

Помимо унаследованных от Table добавлен целочисленный массив в котором сохраняется состояние записи в таблице.

методы:

Унаследованы от класса Table

int HashFunc(string Key) const –формирует индекс строки таблицы, на основе ключа, в которую будут записаны данные и ключ.

1. Описание алгоритмов

шаблонный класс неупорядоченной таблицы

Вставка–элементы просто записываются друг за другом

Удаление – находим необходимую запись, удаляем, перезаписываем последний элемент на место удаленного, уменьшаем количество записей на 1.

Поиск – полным обходом находим нужную запись.

шаблонный класс упорядоченной таблицы

Вставка – происходит упорядоченно. Пока массив не закончился, поочередно сравниваем элемент с текущим до тех пор пока он не будет больше или равен текущему. Тогда все элементы за еущим сдвигаем вправо и вставляем элемент.

Удаление – при помощи алгоритма бинарного поиска находится необходимая запись таблицы, удаляется и все элементы стоящие после удаленного сдвигаются

Поиск – находим необходимую запись таблицы, выводим ее содержимое.

шаблонный класс хэш-таблицы

Вставка – запоминаем значение хэш-функции это будет номером элемента таблицы указателей. Если коллизии не возникает выполняем вставку.

Удаление – запоминаем значение хэш-функции. Удаляем если коллизии нет.

Поиск – запоминаем значение хэш-функции, , если коллизии нет, выводим данные.

Заключение

В данной работе были реализованы три вида таблиц: сортированные, несортированные и хэш-таблицы, кроме этого сделано меню для работы с таблицами. Можно выполнять вставку, удаление, поиск записей и вывод содержимого в реализованных таблицах.
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Приложение

#pragma once

#include <string>

#include <iostream>

using std::string;

using std::endl;

using std::cout;

template <typename T>

class TabRecord

{

public:

string Key;

T Data;

TabRecord() { Key = "EMPTY"; Data = 0;}

TabRecord(string K , T D ) { Key = K; Data = D;}

TabRecord(const TabRecord& TR) { Key = TR.Key; Data = TR.Data; }

TabRecord<T>& operator=(const TabRecord<T>& TabR) { Data = TabR.Data; Key = TabR.Key; return \*this; }

};

template <typename T>

class Table

{

protected:

TabRecord<T>\*\* Records;

int MaxRecords;

int CurrSize;

int CurrIndex;

virtual void Realloc() = 0;

public:

Table(int i = 10);

Table(const Table<T>& TabCopy);

virtual ~Table()

{

//for (int i = 0; i < MaxRecords; i++) delete Records[i];

delete[] Records;

};

virtual void Insert(const T Data, const string Key) = 0;

virtual void Delete(const string key) = 0;

virtual T\* Search(const string Key) = 0;

virtual void Reset();

virtual bool IsEnded() const { return CurrIndex == CurrSize || CurrIndex == -1; };

bool IsFull() const { return CurrSize == MaxRecords; };

bool IsEmpty() const { return CurrSize == 0; };

virtual void SetNext();

virtual T\* GetCurr() const;

};

template<typename T>

Table<T>::Table(int i)

{

MaxRecords = i;

CurrSize = 0;

CurrIndex = -1;

Records = new TabRecord<T>\*[MaxRecords];

}

template<typename T>

void Table<T>::Reset()

{

if(CurrSize > 0)

CurrIndex = 0;

else

CurrIndex = -1;

}

template<typename T>

T\* Table<T>::GetCurr() const

{

T\* tmp;

if (CurrIndex >= 0 && CurrIndex<CurrSize)

{

tmp = &(Records[CurrIndex]->Data);

}

else

{

throw (string)"empty table";

}

return tmp;

}

template<typename T>

void Table<T>::SetNext()

{

if (CurrIndex != -1)

CurrIndex++;

else

throw (string)"empty table";

if (IsEnded())

Reset();

}

template <typename T>

Table<T>::Table(const Table<T>& TabCopy)

{

MaxRecords = TabCopy.MaxRecords;

CurrIndex = TabCopy.CurrIndex;

CurrSize = TabCopy.CurrSize;

delete[] Records;

Records = new TabRecord<T>\*[MaxRecords];

if (!IsEmpty())

for (int i = 0; i < CurrSize; i++)

Records[i] = new TabRecord<T>(\*(TabCopy.Records[i]));

}

#pragma once

#include "table.h"

template <typename T>

class UnsortedTable : public Table<T>

{

protected:

void Realloc();

public:

UnsortedTable(int i = 10) : Table(i) {};

UnsortedTable(const UnsortedTable<T>& TabCopy) : Table(TabCopy) {};

~UnsortedTable() { };

void Insert(const T Data, const string Key);

T\* Search(const string Key);

void Delete(const string Key);

template<class T> friend std::ostream& operator<< (std::ostream& os, const UnsortedTable<T>& Tab);

};

template <typename T>

void UnsortedTable<T>::Realloc()

{

int NewMaxRecords = (int)(MaxRecords\*1.5);

TabRecord<T>\*\* tmp = new TabRecord<T>\*[NewMaxRecords];

for (int i = 0; i < MaxRecords; i++)

tmp[i] = Records[i];

MaxRecords = NewMaxRecords;

delete[] Records;

Records = tmp;

}

template <typename T>

void UnsortedTable<T>::Insert(const T Data, const string Key)

{

if (IsFull())

Realloc();

TabRecord<T>\* Row = new TabRecord<T>(Key, Data);

Reset();

while (!IsEnded() && Key != Records[CurrIndex]->Key)

CurrIndex++;

if (IsEmpty())

{

CurrIndex++;

}

if (CurrIndex == CurrSize)

{

Records[CurrIndex] = Row;

CurrSize++;

Reset();

}

else

{

Reset();

string s = "Key: " + Key + " - isn`t unique";

throw s;

}

}

template <typename T>

T\* UnsortedTable<T>::Search(const string Key)

{

Reset();

T\* tmp = nullptr;

if (IsEmpty())

throw (string)"can't search in empty table";

while (!IsEnded() && Key != Records[CurrIndex]->Key)

CurrIndex++;

if (!IsEnded())

tmp = &(Records[CurrIndex]->Data);

else

{

string s = Key + " not found";

throw s;

}

return tmp;

}

template <typename T>

void UnsortedTable<T>::Delete(string Key)

{

Reset();

if (IsEmpty())

throw (string)"can't search in empty table";

Search(Key);

if (CurrSize > 1)

Records[CurrIndex] = Records[--CurrSize];

else

CurrSize = 0;

}

template <typename T>

std::ostream& operator<< (std::ostream& os, const UnsortedTable<T>& Tab)

{

int i = 0;

while(i < Tab.CurrSize)

{

os << i << ". " << Tab.Records[i]->Key<< " | " << Tab.Records[i]->Data << std::endl;

i++;

}

if (Tab.CurrSize == 0)

os << "empty table";

return os;

}

#include "table.h"

template <typename T>

class SortedTable : public Table<T>

{

protected:

void Realloc();

public:

SortedTable(int i = 10) : Table(i) {};

SortedTable(const SortedTable<T>& TabCopy) : Table(TabCopy) {};

~SortedTable() {};

void Insert(const T Data, const string Key);

T\* Search(const string Key);

void Delete(const string Key);

template<class T> friend std::ostream& operator<< (std::ostream& os, const SortedTable<T>& Tab);

};

template <typename T>

void SortedTable<T>::Realloc()

{

int NewMaxRecords = (int)(MaxRecords\*1.5);

TabRecord<T>\*\* tmp = new TabRecord<T>\*[NewMaxRecords];

for (int i = 0; i < MaxRecords; i++)

tmp[i] = Records[i];

MaxRecords = NewMaxRecords;

delete[] Records;

Records = tmp;

}

template <typename T>

void SortedTable<T>::Insert(const T Data, const string Key)

{

if (IsFull())

Realloc();

TabRecord<T>\* Row = new TabRecord<T>(Key, Data);

Reset();

/////

while (!IsEnded() && Row->Key >= Records[CurrIndex]->Key)

{

if (Records[CurrIndex]->Key == Row->Key)

{

string s = "Key: " + Key + " - isn`t unique";

throw s;

}

CurrIndex++;

}

if (IsEmpty())

CurrIndex++;

CurrSize++;

for (int i = CurrSize-1; i > CurrIndex; i--)

{

Records[i] = Records[i - 1];

}

Records[CurrIndex] = Row;

Reset();

}

template <typename T>

T\* SortedTable<T>::Search(const string Key)

{

Reset();

T\* tmp = nullptr;

if (!IsEmpty())

{

int i = -1, j = CurrSize;

int mid;

while (i < j -1 )

{

mid = (j + i) / 2;

if (Key >= Records[mid]->Key)

{

i = mid;

}

else

{

j = mid;

}

}

if (Key == Records[i]->Key)

{

CurrIndex = i;

tmp = &(Records[CurrIndex]->Data);

}

else

{

string s = Key + " not found";

throw s;

}

}

else

throw (string)"emty table";

return tmp;

}

template <typename T>

void SortedTable<T>::Delete(const string Key)

{

Reset();

if (IsEmpty())

throw (string)"can't search in empty table";

Search(Key);

if (CurrSize > 1)

{

CurrSize--;

for (int i = CurrIndex; i < CurrSize; i++)

{

Records[i] = Records[i + 1];

}

Reset();

}

else

CurrSize = 0;

}

template <typename T>

std::ostream& operator<< (std::ostream& os, const SortedTable<T>& Tab)

{

int i = 0;

while (i < Tab.CurrSize)

{

os << i << ". " << Tab.Records[i]->Key << " | " << Tab.Records[i]->Data << std::endl;

i++;

}

if (Tab.CurrSize == 0)

os << "Tempty table";

return os;

}

#pragma once

#include "table.h"

template <typename T>

class HashTable : public Table<T>

{

protected:

int\* flag;

int HashFunc(string Key) const;

void Realloc();

public:

HashTable(int i = 10);

HashTable(const HashTable<T>& TabCopy);

~HashTable() { delete[] flag;};

void Insert(const T Data, const string Key);

T\* Search(const string Key);

void Delete(const string Key);

void SetNext();

T\* GetCurr() const;

void Reset();

bool IsEnded() const { return false; };

template<class T> friend std::ostream& operator<< (std::ostream& os, const HashTable<T>& Tab);

};

template <typename T>

HashTable<T>::HashTable(int i) : Table(i)

{

flag = new int[i];

for (int j = 0; j < i; j++)

flag[j] = 0;

}

template <typename T>

HashTable<T>::HashTable(const HashTable<T>& TabCopy)

{

MaxRecords = TabCopy.MaxRecords;

CurrIndex = TabCopy.CurrIndex;

CurrSize = TabCopy.CurrSize;

delete[] Records;

delete[] flag;

Records = new TabRecord<T>\*[MaxRecords];

flag = new int[MaxRecords];

for (int j = 0; j < MaxRecords; j++)

flag[j] = TabCopy.flag[j];

if (!IsEmpty())

for (int i = 0; i < MaxRecords; i++)

{

if(flag[i] == 1)

Records[i] = new TabRecord<T>(\*(TabCopy.Records[i]));

}

}

template <typename T>

void HashTable<T>::Reset()

{

if (!IsEmpty())

{

CurrIndex = 0;

while (flag[CurrIndex] != 1)

CurrIndex++;

}

else

CurrIndex = -1;

}

template <typename T>

T\* HashTable<T>::GetCurr() const

{

T\* tmp = nullptr;

if(!IsEmpty())

{

tmp = &(Records[CurrIndex]->Data);

}

else

{

throw (string)"empty table";

}

return tmp;

}

template <typename T>

void HashTable<T>::SetNext()

{

if (!IsEmpty())

{

CurrIndex++;

while (flag[CurrIndex] != 1)

CurrIndex = (CurrIndex+1) % MaxRecords;

}

else

throw (string)"empty table";

}

template <typename T>

void HashTable<T>::Realloc()

{

int OldMaxRecords = MaxRecords;

MaxRecords \*= 1.5;

TabRecord<T>\*\* tmp = new TabRecord<T>\*[OldMaxRecords];

for (int i = 0; i < OldMaxRecords; i++)

{

tmp[i] = Records[i];

}

delete[] Records;

CurrSize = 0;

CurrIndex = -1;

delete[] flag;

flag = new int[MaxRecords];

for (int i = 0; i < MaxRecords; i++)

flag[i] = 0;

Records = new TabRecord<T>\*[MaxRecords];

for (int i = 0; i < OldMaxRecords; i++)

{

Insert(tmp[i]->Data, tmp[i]->Key);

}

}

template<typename T>

int HashTable<T>::HashFunc(string Key) const

{

int i= 0;

for (int j = 0; j < Key.length(); j++)

i += (char)Key[j];

for (int j = 0; j < Key.length(); j++)

i \*= 13;

srand(i);

int h = rand();

return h % MaxRecords;

}

template <typename T>

void HashTable<T>::Insert(const T Data, const string Key)

{

if (IsFull())

Realloc();

TabRecord<T>\* Row = new TabRecord<T>(Key, Data);

Reset();

CurrIndex = HashFunc(Key);

if (flag[CurrIndex] == 0 || flag[CurrIndex] == -1 )

{

Records[CurrIndex] = Row;

CurrSize++;

flag[CurrIndex] = 1;

Reset();

}

else

{

if (Records[CurrIndex]->Key != Key)

{

int ind = CurrIndex;

while (flag[CurrIndex] == 1 && CurrIndex+1 != ind)

CurrIndex = (CurrIndex+1) % MaxRecords;

Records[CurrIndex] = Row;

CurrSize++;

flag[CurrIndex] = 1;

Reset();

}

else

{

Reset();

string s = "Key: " + Key + " - isn`t unique";

throw s;

}

}

}

template <typename T>

T\* HashTable<T>::Search(const string Key)

{

Reset();

T\* tmp = nullptr;

if (IsEmpty())

throw (string)"can't search in empty table";

CurrIndex = HashFunc(Key);

if(Records[CurrIndex]->Key == Key)

tmp = &(Records[CurrIndex]->Data);

else

{

int ind = CurrIndex;

while (flag[CurrIndex] == 1 && CurrIndex+1 != ind)

{

CurrIndex = (CurrIndex + 1) % MaxRecords;

if (Records[CurrIndex]->Key == Key)

{

tmp = &(Records[CurrIndex]->Data);

break;

}

}

if (tmp == nullptr)

{

Reset();

string s = Key + " not found";

throw s;

}

}

return tmp;

}

template <typename T>

void HashTable<T>::Delete(string Key)

{

Reset();

if (IsEmpty())

throw (string)"can't search in empty table";

Search(Key);

TabRecord<T> A;

flag[CurrIndex] = -1;

Records[CurrIndex] = new TabRecord<T>(A);

CurrSize--;

Reset();

}

template <typename T>

std::ostream& operator<< (std::ostream& os, const HashTable<T>& Tab)

{

int i = 0;

while (i < Tab.MaxRecords)

{

if (Tab.flag[i] == 1)

{

os << i << ". " << Tab.Records[i]->Key << " | " << Tab.Records[i]->Data << std::endl;

}

i++;

}

if (Tab.CurrSize == 0)

os << "empty table";

return os;

}